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ABSTRACT
Agile development processes and User Centred Design (UCD) integration has been gaining increased interest, in part due to the complementarity of the techniques, the benefits each can apply to the other, and the challenges associated with their combination. This paper describes a Systematic Literature Review (SLR) that was conducted on Agile and UCD integration. The aim of this SLR was to identify various challenging factors that restrict Agile and User Centred Design Integration (AUCDI) and explore the proposed practices to deal with them. The study included a total of 71 papers and excluded 80 papers published from the year 2000 till 2012. AUCDI challenges and their respective proposed practices and success factors were synthesized. A description and taxonomy of AUCDI challenges and its respective success factors and practices were reported. Practitioners can utilise the study results in identifying potential AUCDI challenges and practices or success factors to deal with them.
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D.2.10 [Software Engineering]: Design
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1. INTRODUCTION

∗A full version of this paper is available as Author’s Guide to Preparing ACM SIG Proceedings Using BTeX2, and BbTeX at www.acm.org/eaddress.htm

Agile methods are lightweight software development methods that tackle perceived limitations of plan-driven methods via a compromise between absence of a process and excessive process [29]. Agile processes aim to deal with volatile requirements via discarding upfront, precisely defined plans. They are iterative and are used to develop software incrementally. Different Agile processes implement these ideas in different ways. All Agile processes share common values and principles, defined in the Agile Manifesto [5].

User experience is defined as the perceptions and responses of users that result from their experience of using a product [31]. User Centred Design is a set of techniques, methods, procedures and processes as well as a philosophy that places the user at the centre of the development process [32, 19]. The goal of applying UCD is to attempt to satisfy users via producing usable and understandable products that meet their needs and interests [19].

Agile and User Centred Design Integration (AUCDI) gained increased interest due to three reasons: first, the reported advantages of UCD on the developed software as it enables developers to understand the needs of the potential users of their software, and how their goals and activities can be best supported by the software thus leading to improved usability and user satisfaction. Second, the Agile community hardly discusses users or user interfaces, thus implying either a negligence of UX or focus on less sophisticated UX projects [4]. Moreover, none of the major Agile processes explicitly include guidance for how to develop usable software [49]. In addition, the interaction design role, usability, and user interface design in an Agile team is unclear and largely overlooked [15, 6]. Furthermore, principles and practices for understanding and eliciting usability and user requirements and evaluating Agile systems for usability and UX are generally considerably deficient [49, 44, 75]. Third, there exists philosophical and principled differences between Agile methods and UCD in focus, evaluation method, culture and documentation that suggest that their integration will be fundamentally challenging.

This paper provides details of a Systematic Literature Review that was conducted on Agile and UCD integration. This SLR identified various challenging factors that restrict Agile and User Centred Design Integration (AUCDI) and
explored the proposed practices to deal with them.

The rest of this paper is structured as follows: section 2 discusses the research method used for conducting the SLR for AUCDI. Section 3, discusses the quantitative classification results. Section 4 presents the results of the research questions in regards to AUCDI challenges, practices and success factors. Section 5 discusses the conclusion and future work.

2. SLR PROTOCOL DEVELOPMENT

This SLR had three objectives: to identify AUCDI challenges, to identify AUCDI success factors and practices and to infer relevance of AUCDI success factors and practices to AUCDI challenges.

2.1 Related Work

The AUCDI literature contains only two literature reviews that have been reported so far. The first is a literature review that discusses methods for integrating usability engineering practices into the Agile software development process and identifies the tensions between Agile methods and usability engineering [75]. The second is a SLR that revealed the existence of a common process model for integration and discussed the supporting artifacts for the collaboration between designers and developers [17]. Thus there is an absence of a SLR that provides a comprehensive scrutiny of AUCDI challenges and investigates the success factors and practices that tackle these challenges. The results of this analysis can be used by organisations that aim to achieve the integration to understand the potential challenges involved in the integration and the available practices that can be utilised to tackle these challenges.

2.2 Specifying the research question(s)

This study aim to address the following questions whose answer can play a significant role in formalizing and structuring AUCDI efforts.

- What are the challenges that could develop during AUCDI adoption process?
- What are the potential success factors for AUCDI?
- What are the potential practices for AUCDI?

2.3 Search Process

This section details the process followed to search for literature and discusses the search resources, search keywords, inclusion and exclusion criteria, data extraction strategy and data synthesis method.

2.3.1 Search Resources

The search included electronic sources, conference proceedings, journal articles and magazines. The search string focused on combining both UCD and Agile keywords and was modified in accordance to the specific search requirements of the different electronic libraries.

Electronic Sources/Digital Libraries: The electronic sources/digital libraries chosen to conduct the search on were: The ACM Digital Library, IEEEExplore Digital Library, Google Scholar, Springer, Wiley InterScience, and Citeseer Library.


Magazines: Three magazines were searched; IEEE Software, Communications of the ACM and Interactions. Moreover, the references of primary studies were checked for any relevant studies irrespective of the forum of publication.

2.3.2 Search Keywords

We used the research questions in order to identify the search keywords. Table 1 lists the keywords utilised.

<table>
<thead>
<tr>
<th>Category</th>
<th>Keywords</th>
</tr>
</thead>
<tbody>
<tr>
<td>UCD</td>
<td>Usability</td>
</tr>
<tr>
<td></td>
<td>User Experience</td>
</tr>
<tr>
<td></td>
<td>User Centred Design</td>
</tr>
<tr>
<td></td>
<td>User Interface</td>
</tr>
<tr>
<td></td>
<td>User Interaction</td>
</tr>
<tr>
<td></td>
<td>Usability Engineering</td>
</tr>
<tr>
<td></td>
<td>Human-Centred</td>
</tr>
<tr>
<td>Agile</td>
<td>Agile Method</td>
</tr>
<tr>
<td></td>
<td>Agile Development</td>
</tr>
<tr>
<td></td>
<td>Agile Practice</td>
</tr>
<tr>
<td></td>
<td>Agile Project</td>
</tr>
<tr>
<td></td>
<td>Scrum</td>
</tr>
<tr>
<td></td>
<td>Extreme Programming</td>
</tr>
</tbody>
</table>

Table 1: Keywords for Systematic Literature Review Process

2.3.3 Study Selection Criteria

The following section discusses the criteria that were used to assess each paper and decide on whether to include or exclude primary studies.

Inclusion Criteria

To decide on paper inclusion, the following features must exist on the paper

- Peer reviewed to ensure quality of primary study.
- Available on line to ensure paper accessibility.
• Focused on the integration of UCD and Agile to ensure its relevance.
• Focused on Scrum or Extreme Programming or Agile processes in general.
• Not a workshop, panel, tutorial, seminar, interview or poster session to ensure enough details are included in the paper in order to assess its quality and use the paper in answering research questions.
• Published between the year 2000 and 2012.
• Written in English.
• Non redundant since the main focus is to study AUCDI challenges, practices and success factors. All papers written by the same authors that narrate the same AUCDI practices and success factors were excluded.

Exclusion Criteria
Any paper that does not posses any of the inclusion criteria were excluded. The remaining papers were read fully. A list of included and excluded papers was kept. Results bias was avoided via excluding multiple publications of similar research. This led in some cases to contacting authors directly to verify the most complete and recent publication. The SLR protocol was evaluated via the second and third author to check the internal consistency of the protocol in order to confirm that the research questions derive the search strings, the data extraction forms allow answering the research question(s), and the data analysis procedure is adequate to address the research questions.

2.3.4 Data Extraction and Data Synthesis Method
Data extraction forms were designed to ensure that sufficient and appropriate data is collected to address both the research questions and the quality criteria. Data extraction consistency was checked via two methods: first, data extraction was carried by the first author via randomly selecting a sample of primary studies and subjecting them to data extraction by second and third authors. The results were cross checked and any disagreements were discussed and resolved in meetings. Second, the first author conducted a test-retest process where primary studies were randomly selected and a second extraction was performed to check data extraction consistency.

The data was synthesized via thematic analysis. the iterative thematic synthesis process recommended by [16].

3. RESULTS
This section discusses both the quantitative classification results of the SLR. It starts with an overview of search sources. Then it provides an overview of the studies and discusses the excluded papers and exclusion reasons. Then it discusses the results of studies’ classification.

3.1 Search Sources Overview
A number of digital libraries were searched including: Acm Digital Library, IEEExplore Digital Library, Google Scholar, Springer, Wiley InterScience, and Citeseer Library. The date of the search was between the period of April to September 2012 and covered the years between 2000-2012 since papers on Agile development processes started around the year 2000 whereas papers regarding the integration between Agile and UCD started shortly after that. Table 2 lists the details of the manually searched journals including the start date and start volume number and the end date and the end volume number searched.

Table 3 lists the details of the conference proceedings that were manually searched including the start and end years searched. Ten conference proceedings were manually searched.

<table>
<thead>
<tr>
<th>Name of Proceedings</th>
<th>Start Search Year</th>
<th>End Search Year</th>
</tr>
</thead>
<tbody>
<tr>
<td>Agile Conference</td>
<td>2003</td>
<td>2011</td>
</tr>
<tr>
<td>XP</td>
<td>2003</td>
<td>2012</td>
</tr>
<tr>
<td>XP-Agile Universe</td>
<td>2002</td>
<td>2004</td>
</tr>
<tr>
<td>International Conference on Software Engineering (ICSE)</td>
<td>2000</td>
<td>2011</td>
</tr>
<tr>
<td>British HCI</td>
<td>2000</td>
<td>2010</td>
</tr>
<tr>
<td>NordicHCI</td>
<td>2002</td>
<td>2010</td>
</tr>
<tr>
<td>INTERACT</td>
<td>2001</td>
<td>2011</td>
</tr>
<tr>
<td>European Conference on Cognitive Ergonomics</td>
<td>2006</td>
<td>2011</td>
</tr>
</tbody>
</table>

Table 3: Conference Proceedings Searched

The earliest year for included conference proceeding is 2000 and the latest is 2012. Although the aim was to search and include all conferences from the year 2000 till the year 2012, however, some conferences have not started at the year 2000. For example, ESEM started at 2007. In addition, at the time of conducting the search some of the proceedings for the year 2012 were not available on line. Some conferences also were Biennial, for example, NordicHCI in even years and INTERACT in odd years.

3.2 Excluded Papers
The final amount of papers that were included for data analysis was 71, and a total of 80 papers were excluded. Paper exclusion was caused by a number of reasons related to format (tutorial, workshop, interview, panel, seminar), lack of peer review, lack of AUCDI focus, lack of focus on XP or Scrum, non availability on line, time constraint in case of AUCDI PhD studies, redundancy and lack of quality. A number of papers were excluded due to quality, however quality criteria were not covered due to space limitations.

3.3 Studies Classification
Table 4 shows the results of the second stage of paper classification after taking into consideration the criteria for inclusion and exclusion. A total of 80 papers were excluded for various reasons.

Studies by Year of Publication: Table 5 shows the classification of the different studies according to the publication year; 2007 and 2008 had the largest number of papers. In
Table 2: Manually Searched Journals

<table>
<thead>
<tr>
<th>Name of Journal</th>
<th>Start Date and volume Number for Years Searched</th>
<th>End Date and Volume Number for Years Searched</th>
</tr>
</thead>
<tbody>
<tr>
<td>Empirical Software Engineering</td>
<td>Volume 5, Number 1, March 2000</td>
<td>Volume 17, Issue 4-5, August 2012</td>
</tr>
<tr>
<td>International Journal of Human-Computer Studies</td>
<td>Volume 52, Issue 1, January 2000</td>
<td>Volume 70, Issue 9, September 2012</td>
</tr>
<tr>
<td>Behavior and Information Technology</td>
<td>Volume 19, Issue 1, January 2000</td>
<td>Volume 31, Issue 6, June 2012</td>
</tr>
<tr>
<td>ACM Transactions on CHI</td>
<td>Volume 7 Issue 1, March 2000</td>
<td>Volume 19 Issue 1, March 2012</td>
</tr>
</tbody>
</table>

Table 4: Classification Of Excluded Papers

2007 there was 11 papers whereas there was 13 papers in 2008.

<table>
<thead>
<tr>
<th>Year</th>
<th>Papers</th>
<th>No.</th>
<th>%</th>
</tr>
</thead>
</table>
| 2000 | 0      | 0   | 0%
| 2001 | 1[15]  | 1   | 1.4%
| 2002 | 55, 70 | 2   | 2.8%
| 2003 | 44, 90 | 2   | 2.8%
| 2004 | 43, 12, 4, 6, 73 | 5 | 7%
| 2005 | 33, 54, 59, 34, 7 | 5 | 7%
| 2006 | 13, 58, 51, 55 | 4 | 5.6%
| 2007 | 61, 20, 19, 25, 24, 23, 64, 48, 56, 57 | 11 | 15.5%
| 2008 | 8, 74, 62, 77, 22, 30, 80, 50, 45, 63, 52, 3, 9 | 13 | 18.3%
| 2009 | 1, 40, 21, 11, 18, 67, 42, 49, 72 | 9 | 12.7%
| 2010 | 2, 26, 78, 46, 75, 35 | 6 | 8.5%
| 2011 | 4, 69, 17, 53, 27, 47, 37, 10, 71 | 9 | 12.7%
| 2012 | 41, 38, 61, 28 | 4 | 5.6%
| Total | 71 | 100% |

Table 6: Studies by Journal

Studies by Conference: Table 7 shows the list of different conferences that included papers on AUCDI.

Studies by Magazine: Articles were found in two of the three searched magazines. Interactions included three articles [54, 19, 4] and Communications of the ACM included one article [14].

Studies by Book Chapter: Two book chapters were included [3, 7]

Studies by Masters/PhD: Two masters theses [69, 45] were included. However, to the best of our knowledge there is also four PhD theses that are focused on AUCDI. All of which were not included due to time constraints or lack of on line availability but papers related to these PhDs were included in the SLR.

Studies by Publication Channel and Occurrence: Table 8 shows the total amount of papers published via different publication channels. The table shows that conference papers represent the majority of publications.

Studies by Journal: Table 6 shows the list of different journals that included papers on AUCDI and shows that there is a scarcity in publications in journals and all journals included only one occurrence of publication on AUCDI related topics.
### 4. AUCDI CHALLENGES AND PRACTICES

This section is focused on reporting the results of the SLR research questions in regards to AUCDI challenges, practices and success factors. It reports on AUCDI challenges and the practices that have been reported in literature to tackle each challenge. These challenges fall into 3 main categories: UCD infrastructure, people, and process.

#### 4.1 Lack of Allocated Time for Upfront Activities

Agile Methods discourages upfront planning activities since it strives to remain responsive to changing requirements [24, 49]. Moreover, Agile approaches focus on frequently producing deliverable solely in terms of functionality [51, 74]. This has resulted in lack of allocated time for software design planning activities [21, 45], performing user research to discover the problems, work practices and work flows of end users [13, 45, 21, 79, 19] and sketching out a coherent design [45, 21, 79, 51]. Moreover, incremental Agile development is translated into sliced or “feature by feature” development for design that can result in user interface that is disjoint, piecemeal and lacks a holistic, coherent, and overall structure and vision [55, 63, 2, 49, 51, 74, 60, 54, 58, 4, 45].

**Practices and Success Factors:** Lack of allocated time for upfront activities was addressed via upfront design. Upfront design is a separate pre-development period that is used in Agile projects for eliciting requirements, understanding users, user goals and context of use and conducting UX design up front and ahead of developers in order to achieve a comprehensive system view [13, 40, 54, 30, 42, 41, 62, 33, 19, 76, 81, 45, 59, 30, 11]. Upfront design can also be used by the development and quality assurance teams to work on back end features such as selecting development environment and system platforms [62] or features with low design cost and high development cost [59]. Upfront design is also referred to as Iteration 0. Upfront design has a positive effect in mitigating poor design judgments, poor task prioritization, costly redesign problems, usability problems and inaccurate work estimates [25].

#### 4.2 Difficulty of Modularization/ Chunking

Design chunking is breaking design into cycle sized pieces called design chunks that incrementally add elements to the overall design and design goals [76]. The incremental nature of Agile processes makes design chunking more critical and challenging [22, 76, 59]. This is due to a number of reasons: first, difficulty in determining the right chunk size and the right amount of interaction design work per iteration [78]. Second, difficulty of maintaining the ordering dependency between design chunks [76]. Third, difficulty in differentiating between user experience design activities that contribute to breadth or depth [33]. Fourth, interaction designers adopt a holistic view to interaction design and as a result it can be difficult for them to grasp and adopt design chunking both as an idea and as a work procedure [76].

**Practices and Success Factors:** Design chunking was addressed via a number of practices: having well defined design goals [76], using one release to chunk large or complex features [62, 21], chunking design into features [62], time boxing highly creative UX design activities [33] and postponing...
depth based UX activities to occur later in the development life cycle in order to develop both the functional feature and its related UX design activities in the same iteration [33].

4.3 Optimizing the Work Dynamics Between Developers and UCD Practitioners
Agile development process changed the relationship between developers and UI designers [23] since the UI design became a team effort and required the UI designer to be on call to participate in ad hoc discussions [54]. Moreover, the highly compressed time scales and reliance on team self governance of Agile development processes required more active involvement from UX managers to ensure the regular inclusion of UX activities in team based planning and scheduling [19]. However, the Agile principle “Working software is the primary measure of progress” can pose a challenge on the integration since it can introduce competing goals between developers and UCD practitioners particularly when they work in parallel. Moreover, the Agile principle “Simplicity—the art of maximizing the amount of work not done—is essential” can represent an additional challenge to AUCDI efforts since simplicity in the user interface do not always align with simplicity in the implementation [49]. Ongoing and continuous communication need to be maintained between developers and UCD practitioners to avoid the occurrence of delays and bottle necks in the development process [24].

A number of practices were utilised in order to optimize the work dynamics between developers and UCD practitioners. These practices will be discussed in the following subsections

4.3.1 Sharing an Understanding of Users
Understanding the end user and their needs is necessary to design good UX [45]. Investing time to ensure that the entire team understands and agrees on the target audience results in ease in the collection and utilisation of customer input throughout the development process and allows the UCD practitioners to stay true to their vision and enable them to make decisions on feature sets and design trajectories [59].

4.3.2 Sharing an Understanding of Design Vision
The collaboration between software engineers and usability specialists should be supported via facilitating communication of design intent and rationale [3]. The best UX vision is useless if it is not communicated to the development team [45]. Thus UCD practitioners should effectively share the design vision via communicating it to the development team. This visibility of design vision minimizes rework and illuminates integration issues early on [79] and allow team members to develop and be cognizant of the key design goals of the system in order to ease decision making in case of competing concerns. Moreover, setting the shared design goals allows team members to have a common understanding of important aspects of the system from the customer’s perspective. Prioritized goals also allow the team to prioritize fixes [49]. Earlier externalization of design vision to stakeholders is encouraged in order to make the development of usable software more effective, achieve better collaboration, and produce better software faster [57].

Practices and Success Factors: Sharing an understanding of the design vision was achieved via a number of techniques including: the design studio [79], engaging developers in multiple design options [54, 59], developers taking part in UI specifications [2], sharing design artefacts and prototypes [10, 48, 21, 51, 9], and utilizing information radiators [45].

4.3.3 Synchronizing Efforts of UCD Practitioners and Developers
Design drift is the occurrence of a difference between the implemented system from the initial design as a result of combining the efforts of developers and UCD practitioners. Synchronization allows the parallel usability and development efforts to proceed relatively smoothly. User interface consistency may be undermined as independently empowered teams evolve code in parallel, without coordinating their work [19]. As a result, synchronization points are needed to allow for close collaboration that will keep the information flowing between all parties involved in the project. Moreover, UX practitioners reported that the lack of communicating frequent changes caused a lot of confusion and required an immense effort from the UX team to handle frequent changes in addition to struggling to remain on track with the development team schedule [11].

Practices and Success Factors: Synchronizing the activities of UCD practitioners and developers was addressed via attendance of UX team in daily scrums [62, 11, 10], daily communication of UX designers to clarify design and inform the developers about additions or changes required for the UI [2, 59, 24], and increasing the visibility of UX team’s work [47, 19, 8] via standup meetings [11, 59, 8].

4.4 Performing Usability Testing
Usability testing involves measuring typical users’ performance on carefully prepared system tasks while watching and recording users performance and logging their software interactions [68, 38]. A number of sub challenges were related to usability testing within an Agile context including: method of usability testing, scheduling usability testing, accessing users for usability testing, and high cost of running usability sessions. Further details on those sub challenges is provided in the following subsections:

4.4.1 Method of Usability Testing
Agile time boxed nature poses challenges on conducting usability tests due to the difficulty of scheduling usability tests to evaluate and test prototypes and working builds with representative end users [48, 21, 22, 18, 19]. As a result, some Agile teams resolve to either peer test or do without usability thus jeopardizing the quality of design.

Practices and Success Factors: The effect of tight Agile time lines on conducting usability testing was reportedly overcome via preparation for user research [42], utilising discount usability engineering techniques including: heuristic evaluation [7, 56, 30] and RITE [21, 18], using low fidelity prototypes to conduct usability tests [30, 13, 40, 58], and conducting remote usability testing [19].

4.4.2 Scheduling Usability Testing
Scheduling interaction design evaluations with Agile development iterations was considered as a challenge due to lack of clarity in regards to timing of evaluations as part of the
iterative structure of the Agile development process [22]. Moreover, conducting usability testing at the end of the Agile development process could lead to insufficient time and resources to respond to emerging usability issues whereas, if usability tests were done early in the development process this could lead to introducing usability defects in later iterations. Moreover, if usability tests were carried out as frequently as feature acceptance tests this could lead to massive budget increases [44]. Furthermore, the code generated during sprints is often too unstable to be subjected to usability tests even if it was scheduled [19].

**Practices and Success Factors:** The completion of iterations and releases was perceived as valuable opportunities to frequently test the software usability and declared that usability testing fits well with acceptance testing [23]. Some researchers suggested fitting usability testing in the context of other Agile development tests, for example, acceptance testing sessions (in the case of XP) [22, 38, 12] and demonstration sessions (in the case of scrum) [44] could serve as opportunities for usability feedback on the implemented interaction design. Another suggested technique was introducing a mandatory UI reviews as a gate keeping tool, where two sign offs were set one for code and one for UI [2].

### 4.4.3 Accessing Users for Usability Testing

The compressed Agile time scale posed difficulties in organising access to the right people at the right time for usability testing [22, 33, 19]. This is due to the need to plan user involvement and schedule appointments with studies’ subjects sufficiently in advance and thus may not fit with the Agile development schedule since it may require lead times of weeks.

**Practices and Success Factors:** The ability to access users for usability testing in Agile teams was maintained via planning in advance for user inclusion [45], utilising an existing user pool to act as development partners or design partners to conduct usability testing [21, 81, 1], using user recruiting firms to frequently schedule for usability sessions [42], conducting remote usability testing [33, 19], and collaborative (peer review) UI inspections [56] via designers, developers, end users, graphics designers and usability specialists.

### 4.4.4 Shorter Time to Iterate Design

The Agile tight time lines allow little time to integrate usability testing feedback into subsequent development cycles. The reporting period for usability testing can be too long and subsequently many changes can occur in the application and as a result many recommendations were obsolete [38]. Agile teams reported lack of time to respond to results of usability evaluations and user feedback [19, 60].

**Practices and Success Factors:** Shorter time to iterate design with user feedback was handled via dedicating cycles for working on user feedback and incorporating it into the development life cycle [54] and utilising the UX practitioner to act as an Agile customer in order to validate designs that are passed to developers to implement, participate in cycle planning and ensure incorporation of user feedback into the development life cycle [60].

### 4.5 Lack of Documentation

Agile approaches strive to achieve minimal documentation. However, documentation is crucial for estimation and implementation efforts and for properly integrating Agile and UCD. Furthermore, the lack of proper requirements documentation was reported to lead to confusion in regards to UX deliverable [11]. A variety of integration related issues need to be documented including; first, documenting design rationale in order to justify and record prior design decisions [54]. Second, recording the source of requirements whether they are customers, users, developers, usability experts or usability elicitation guidelines because this can affect the decision of creating new user stories or modifying existing ones [61]. Third, there is a need to document current designs and their expected delivery date, usability test results, high level progress for late stage design chunks, recommendations and fixes for working versions, user and task information from external users, especially from field visits, and the user interface design to be implemented [76].

**Practices and Success Factors:** Lack of documentation was addressed through documenting via wikis [63, 8, 76], documenting via webpages [81], use cases [19], scenarios [63], personas [45], sketches [45], wireframes [45], prototypes [45], design patterns [54, 56], information radiators [45], and tool support [61].

5. **CONCLUSIONS AND FUTURE WORK**

This SLR aimed to identify and classify various challenging factors that restrict AUCDI and explore the proposed practices and success factors to deal with these challenges. The SLR included a total of 71 papers and excluded 80 papers that were published from the year 2000 till 2012. The findings were quantitatively classified according to year of publication and publication channel. AUCDI challenges were explored and their respective proposed practices and success factors were synthesized and a description and taxonomy of AUCDI challenges and its respective success factors and practices were reported. Industrial practitioners can utilise the description and taxonomy of AUCDI challenges and corresponding practices and success factors in identifying potential challenges of AUCDI and practices or success factors to deal with these anticipated challenges.

To enhance the SLR findings an empirical study will be conducted that investigates current industrial practices for integrating Agile development processes and UCD in order to verify and complement the findings of the SLR. This empirical study aims to identify the common difficulties and concerns that hinder AUCDI attempts and the proposed integration methods.
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